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# Introduction

This document provides the reader with an introduction to the ThingSpan Java ULB API. It covers the major topics that a developer will need to become familiar with in order to develop high performance applications that interface with the ThingSpan federated database using the Java ULB API.

# Background

## What is ThingSpan

Objectivity’s ThingSpan is a purpose-built, massively scalable graph software platform, powered by Objectivity/DB that leverages the open source stack by natively integrating with Apache Spark and the Hadoop Distributed File System (HDFS). It provides ultra-fast navigation and pathfinding queries against huge distributed graphs. ThingSpan also supports parallel pattern-finding and predictive analytics in combination with Spark components, such as MLlib, GraphX, and Spark SQL.

ThingSpan excels in a mixed workload environment, fusing metadata from real-time streaming and sensor-based data with its distributed graph of stateful information to provide “in-time” context. In essence, ThingSpan bridges the gap of open technologies by realizing the full potential of streaming Fast Data processed by Spark and static Big Data stored in HDFS.

## What is JavaULB

Java ULB is the Java Universal Language Binding for ThingSpan. Java ULB is a second generation Java API for the Objectivity/DB product line and it completely replaces the first generation Java API. Java ULB takes a completely new approach to interfacing with the ThingSpan persistent objects. This new approach relies almost entirely on a Java Native Interface architecture that allows all of the heavy lifting to occur in the highly tuned C++ ThingSpan kernel.

## Prerequisites

In order to use Java ULB you will need:

* A ThingSpan installation,
* A valid license key (oolicense.txt file), and
* Java 1.8 or higher.

You will also need an editor or integrated development environment such as Eclipse or Netbeans.

# The Objectivity ThingSpan Support Web Site

<https://support.objectivity.com/sites/default/files/docs/thingspan/R15_6_2/index.html#page/topics%2FwelcomeThingSpanPlatform.html>

# Working with ThingSpan Federations

## The **objy** Command

The objy command, also known as “Tool Runner” is a wrapper that provides access to a large number of ThingSpan operations. For the purposes of this document we are only concerned with a small subset of those operations. Specifically, we are concerned with the operations that

* Start and stop the lock server,
* Start and stop the page server,
* Create, cleanup and delete federated database,
* Perform DO queries

For a complete list of operations that can be performed see:

<https://support.objectivity.com/sites/default/files/docs/thingspan/R15_6_2/index.html#page/topics%2Fcommon%2Fadministration%2FadmPart-Tools.html%23>

## The Lock Server (ools)

The ThingSpan lock server manages several different kinds of locks on regions of the database to ensure the integrity of the data being written and read.

### Starting the Lock Server

On a Microsoft Windows computer you can start and stop the lock server in the services tool by starting and stopping the **ools** Windows Service or you can do it from the command line as follows.

**Note**: The “startlockserver” command must be run as administrator.

**$ objy startlockserver**

Objectivity/DB (TM) Start Lock Server, Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

Lock Server has been started.

Success.

**$ objy startlockserver**

Objectivity/DB (TM) Start Lock Server, Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

Lock Server is already running.

Success.

### Stopping the Lock Server

**$ objy stoplockserver**

Objectivity/DB (TM) Stop Lock Server, Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

Lock server on host *MyHostName* terminated.

Success.

**$ objy stoplockserver**

Objectivity/DB (TM) Stop Lock Server, Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

The Lock Server is not running on host *MyHostName*

## The Page Server (ooams)

The page server is called the Advanced Multithreaded Server or AMS. The process or service name is **ooams**.

Like the lock server, on a Microsoft Windows computer you can start and stop the page server in the services tool by starting and stopping the **ooams** Windows Service or you can do it from the command line as follows.

### Starting the Page Server

**$ objy startams**

Objectivity/DB (TM) Start Ams, Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

The AMS has been started (process ID = 0).

Success.

### Starting the Page Server

**$ objy stopams**

Objectivity/DB (TM) Stop AMS, Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

AMS on host *MyHostName* terminated.

Success.

PS C:\WINDOWS\system32>

## Creating a Federated Database

ThingSpan data is stored in a ThingSpan federated database. If you don’t have a federated database you can create one using the **objy createFD** command. For a simple federation you simply run:

**$ objy createFD –fdname Sample**

Objectivity/DB (TM) Create FD, Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

Federated Database successfully created:

FD Dir Host : *MyHostName*

FD Dir Path : C:\SampleFDDir

System DB file : Sample.fdb

Boot file : Sample.boot

Lock server host : *MyHostName*

This will create two files:

* Sample.fdb The federated database file
* Sample.boot The boot file used to contain properties of the federation.

The FDB file will contain things like schema definitions and the catalogs of the databases that will be created to contain your objects.

The boot file contains information like where to find the lock server and the FDB file. When you write an application, you will open a connection to the federation by providing the boot file. The ThingSpan connection API will then use the information in the boot file to establish the connection and then you can create interact with the database through this connection.

## The License Key

In order to use a ThingSpan federation you must install a valid license key in the federation. The license key can be obtained from Objectivity, Inc. and comes in a file called oolicense.txt.

On a MS Windows operating system the oolicense.txt file should be placed in “C:\Windows”.

If you run the **objy createFD** command after you place the oolicense.txt file in C:\Windows, the createFD command will find the oolicense.txt file and apply the license the federation when it is created.

If you do not have an oolicense.txt file when you run objy createFD the federation will not be licensed and you will not be able to interact with it. Once you receive your oolicense.txt file and install it in C:\Windows, you can then apply the new license to the existing federation by running the command:

**$ objy license –bootfile Sample.boot**

This assumes that the oolicense.txt file is in the default location, C:\Windows. If you cannot put the oolicense.txt file in C:\Windows, you can place it anywhere on the system that you’d like and then run the command:

**$ objy license –licensefile [path to oolicense.txt] –bootfile Sample.boot**

In most cases the license has an expiration date. When you get an new license you can replace the old license with the new license and run either of the two commands above to apply the new license to your federation and continue running your applications.

Note: Licenses only apply to the federation. There is no licensing for individual applications. Once a federation is licensed, all user defined applications will have access to that federation.

# Connecting to the Federation

In order to perform any operations on a ThingSpan federation you must have an open connection to that federation.

String bootFile = “C:\\Projects\\Sample\\db\\Sample.boot”;

Connection connection;

try {

connection = new Connection(bootFile);

} catch (Exception ex) {

ex.printStackTrace();

}

The Connection constructor will throw an exception if it can’t find the specified boot file, if the FD isn’t properly licensed, or if the license has expired.

## Lab01

The code above is contained in JavaULB\_Lab01. You can run this code by running the following command:

PS D:\JavaULBTraining> .\gradlew.bat -p JavaULB\_Lab01 clean build recreatefd run1

> Task :JavaULB\_Lab01:run1

Running 'run1'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab01/build/libs/

log4j:ERROR Could not find value for key log4j.appender.FILE

log4j:ERROR Could not instantiate appender named "FILE".

2019-03-26 15:56:30 INFO main Lab01.java: Running Lab01

2019-03-26 15:56:30 INFO main Lab01.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab01\data\dbs\Lab01.boot>

2019-03-26 15:56:30 INFO main Lab01.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab01\data\dbs\Lab01.boot

2019-03-26 15:56:30 INFO main Lab01.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab01\data\dbs\Lab01.boot

2019-03-26 15:56:30 INFO main Lab01.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab01\data\dbs\Lab01.boot

This gradlew.bat command cleans and builds the project. Then it recreates the federation and finally it runs the JavaULB\_Lab02 application which includes a call to the function shown above.

# Working with Schema

There are a number of ways to work with schema in ThingSpan. The first and easiest way to create and modify schema is through the DO query language. DO can be used via DO Runner (objy DO …) or you can create and execute DO statements from within Java ULB.

The second way to work with schema is by using the schema APIs in Java ULB. That is what we will demonstrate here.

There are specific steps that need to be performed when building schema programmatically. All steps must be performed after connecting to the federation and also within the scope of an active READ\_UPDATE transaction.

The basic steps are:

1. Using the SchemaProvider, get the defaultPersistent provider, and call refresh(true).

SchemaProvider.getDefaultPersistentProvider().refresh(true);

1. Create an instance of com.objy.data.ClassBuilder, passing the name of the schema class you want to create as a parameter to the constructor.

com.objy.data.ClassBuilder cBuilder

= new com.objy.data.ClassBuilder("Person");

1. On your instance of com.objy.data.ClassBuilder, call addAttribute(…) for each attribute you want to add to your new class definition.

cBuilder.addAttribute(LogicalType.STRING, "FirstName");

The first parameter is the LogicalType of the attribute. The Java ULB class LogicalType is an enumeration of the available logical types.

The second parameter is the case sensitive name of the attribute.

1. Next, you will need to call “build()” on your ClassBuilder object.

com.objy.data.Class cPerson = cBuilder.build();

This give you a transient schema definition of your Person class in a com.objy.data.Class object.

1. Next, you will need to call “represent(…)” on the com.objy.data.Class object that was returned from the call to “build()”.

SchemaProvider.getDefaultPersistentProvider().represent(cPerson);

The call to “represent(…)” actually writes the schema definition into the schema catalog of the federation.

1. Finally, you will need to call “complete()” on your transaction to commit you schema updates to the schema catalog in the federated database.

tx.complete()

When you call tx.complete() your updates to the federation schema will be complete and the federation schema catalog will contain the new definition for the class Person.

Schema development can become very complex and we’ll cover some of those topics in this training.

### Creating a Person Class Using Java ULB

private void createSchemaPerson() {

int transLCERetryCount = 0;

boolean transactionSuccessful = false;

while (!transactionSuccessful) {

// Create a new TransactionScope that is READ\_UPDATE.

try (TransactionScope tx = new TransactionScope(

TransactionMode.READ\_UPDATE)) {

// Ensure that our view of schema is up to date.

SchemaProvider

.getDefaultPersistentProvider()

.refresh(true);

// Use ClassBuilder to create schema definition.

com.objy.data.ClassBuilder cBuilder

= new com.objy.data.ClassBuilder("Person");

cBuilder

.addAttribute( LogicalType.STRING,

"FirstName");

cBuilder

.addAttribute( LogicalType.STRING,

"LastName");

cBuilder

.addAttribute( LogicalType.STRING,

"MiddleInitial");

cBuilder

.addAttribute( LogicalType.DATE,

"Birthdate");

// Actually build the schema representation.

com.objy.data.Class cPerson = cBuilder.build();

// Represent class into the federated database.

SchemaProvider

.getDefaultPersistentProvider()

.represent(cPerson);

// Complete and close the transaction

tx.complete();

tx.close();

logger.info("Person class created in schema.");

transactionSuccessful = true;

} catch(LockConflictException lce) {

logger.info("LockConflictException. "

+ "Attempting retry... retryCount = "

+ ++transLCERetryCount);

try {

Thread.sleep(10\*transLCERetryCount);

} catch(InterruptedException ie) { }

} catch (Exception ex) {

ex.printStackTrace();

}

}

}

## Lab02a – Creating A Person Class

The code above is contained in JavaULB\_Lab02. You can run this code by running the following command:

PS D:\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build recreatefd run02a**

This gradlew.bat command cleans and builds the project. Then it recreates the federation and finally it runs the JavaULB\_Lab02 application which includes a call to the function shown above.

### Lab02a - Examining the Results Using DO

We can use DO Runner (objy DO) to examine the results of the code above.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> **objy DO -boot Lab02.boot**

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> show classes;

{

'Person'

}

DO> show class Person;

CLASS Person

{

FirstName: String { Encoding: UTF16, Storage: Variable },

LastName: String { Encoding: UTF16, Storage: Variable },

MiddleInitial: String { Encoding: UTF16, Storage: Variable },

Birthdate: Date

}

DO> from Person return \*;

{}

DO> /exit

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs>

### Lab02b – Examining the Results Using JavaULB

Lab02b shows how to retrieve a schema type from the catalog and list its attributes using the Java ULB APIs.

The key block of code is shown below and must be within an active Connection and TransactionScope.

// Lookup the "Person" class from the schema in the database.

com.objy.data.Class cxPerson =

com.objy.data.Class.lookupClass("Person");

// Iterate over the attributes in our Person class.

// getAttrbutes() returns an Interator<Variable> object.

for (Variable v : cxPerson.getAttributes()) {

// We must interpret v as an attribute value.

Attribute at = v.attributeValue();

logger.info(String.format("Attribute: %-20s %s",

at.getName(),

at.getAttributeValueSpecification().getLogicalType()));

}

The command to run Lab02b is:

PS D:\Root\Workspaces\JavaULBTraining> .\gradlew.bat -p JavaULb\_Lab02 clean build run2b

**Note**: This invocation does not include a **recreateFD** task as this would remove the schema data that was created in Lab02a.

The result is:

> Task :JavaULB\_Lab02:run2b

Running 'run2b'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab02/build/libs/

2019-04-04 14:17:50 INFO main Lab02b.java: Running Lab02b

2019-04-04 14:17:50 INFO main Lab02b.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs\Lab02.boot>

2019-04-04 14:17:50 INFO main Lab02b.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs\Lab02.boot

2019-04-04 14:17:51 INFO main Lab02b.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs\Lab02.boot

2019-04-04 14:17:51 INFO main Lab02b.java: Attribute: FirstName STRING

2019-04-04 14:17:51 INFO main Lab02b.java: Attribute: LastName STRING

2019-04-04 14:17:51 INFO main Lab02b.java: Attribute: MiddleInitial STRING

2019-04-04 14:17:51 INFO main Lab02b.java: Attribute: Birthdate DATE

2019-04-04 14:17:51 INFO main Lab02b.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs\Lab02.boot

## Numeric Attributes

ThingSpan provides support for both integer and real numbers as attributes in persistent data types and different sizes of each are supported. The different byte sizes for each type can be found in **com.objy.data.Storage** and are:

* com.objy.data.Storage.B8
* com.objy.data.Storage.B16
* com.objy.data.Storage.B32
* com.objy.data.Storage.B64

### Integer Attributes

Creating an integer attribute where you specify the byte size is slightly different that we saw in Lab02a. In order to specify the size of the integer we now have to specify the encoding as Encoding.Integer.SIGNED or Encoding.Integer.UNSIGNED as well. We do all of this by using call chaining on the IntegerSpecificationBuilder class.

Sample addAttribute calls are shown below:

com.objy.data.ClassBuilder cBuilder

= new com.objy.data.ClassBuilder("NumbersDemo");

// When you don’t use an IntegerSpecificationBuilder you get the

// default settings for the attribute which are B32 and SIGNED.

cBuilder.addAttribute(LogicalType.INTEGER, "SimpleInteger");

cBuilder.addAttribute("MyIntB8\_Signed",

new IntegerSpecificationBuilder(Storage.Integer.B8)

.setEncoding(Encoding.Integer.SIGNED)

.build());

cBuilder.addAttribute("MyIntB16\_Signed",

new IntegerSpecificationBuilder(Storage.Integer.B16)

.setEncoding(Encoding.Integer.SIGNED)

.build());

cBuilder.addAttribute("MyIntB32\_Signed",

new IntegerSpecificationBuilder(Storage.Integer.B32)

.setEncoding(Encoding.Integer.SIGNED)

.build());

cBuilder.addAttribute("MyInt64\_Signed",

new IntegerSpecificationBuilder(Storage.Integer.B64)

.setEncoding(Encoding.Integer.SIGNED)

.build());

cBuilder.addAttribute("MyIntB8\_Unsigned",

new IntegerSpecificationBuilder(Storage.Integer.B8)

.setEncoding(Encoding.Integer.UNSIGNED)

.build());

cBuilder.addAttribute("MyIntB16\_Unsigned",

new IntegerSpecificationBuilder(Storage.Integer.B16)

.setEncoding(Encoding.Integer.UNSIGNED)

.build());

cBuilder.addAttribute("MyIntB32\_Unsigned",

new IntegerSpecificationBuilder(Storage.Integer.B32)

.setEncoding(Encoding.Integer.UNSIGNED)

.build());

cBuilder.addAttribute("MyInt64\_Unsigned",

new IntegerSpecificationBuilder(Storage.Integer.B64)

.setEncoding(Encoding.Integer.UNSIGNED)

.build());

### Real Attributes

Like integer attributes, real attributes also allow the user to use a builder. Real attributes only come in B32 and B64 bit sizes and only have an IEEE encoding.

cBuilder.addAttribute(LogicalType.REAL, "SimpleReal");

cBuilder.addAttribute("MyReal32\_IEEE",

new RealSpecificationBuilder(Storage.Real.B32)

.setEncoding(Encoding.Real.IEEE)

.build());

cBuilder.addAttribute("MyReal64\_IEEE",

new RealSpecificationBuilder(Storage.Real.B64)

.setEncoding(Encoding.Real.IEEE)

.build());

### Lab02c – Adding Numeric Attributes Using Java ULB

Lab02c demonstrates how to create a class that has all of the different numeric data type in a single class using the default, IntegerSpecificationBuilder, and RealSpecificationBuilder.

To run Lab02c from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build run2c**

### Lab02c – Examining the Schema Using DO

Using DO Runner (objy DO) we can examine the NumbersDemo class created in Lab02c.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> **objy DO -boot Lab02.boot**

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> **show schema;**

{

CLASS NumbersDemo

{

SimpleInteger: Integer { Encoding: Signed, Storage: B32 },

MyIntB8\_Signed: Integer { Encoding: Signed, Storage: B8 },

MyIntB16\_Signed: Integer { Encoding: Signed, Storage: B16 },

MyIntB32\_Signed: Integer { Encoding: Signed, Storage: B32 },

MyInt64\_Signed: Integer { Encoding: Signed, Storage: B64 },

MyIntB8\_Unsigned: Integer { Encoding: Unsigned, Storage: B8 },

MyIntB16\_Unsigned: Integer { Encoding: Unsigned, Storage: B16 },

MyIntB32\_Unsigned: Integer { Encoding: Unsigned, Storage: B32 },

MyInt64\_Unsigned: Integer { Encoding: Unsigned, Storage: B64 },

SimpleReal: Real { Storage: B32 },

MyReal32\_IEEE: Real { Storage: B32 },

MyReal64\_IEEE: Real { Storage: B64 }

}

}

## Simple Reference Attributes

One of the great things about ThingSpan is the ability to link objects together. This capability is made possible because of the fact that every object has an Object Identifier or OID which represents the logical address of the object within the database. A schema class definition can be created with an attribute that is of type “Reference” and then objects of that class can have that attribute populated with the OID of some other object.

For example, in the diagram below we have two classes, Person and Address, where the Person class has a reference attribute called “LivesAt” which contains the OID of Address object. When we query for the person object and read it from disk we can use the OID in the LivesAt attribute to retrieve the Address object without having to search for it. The OID tells us where it is.

Person

FirstName

LastName

MiddleInitial

LivesAt 3-5-7-19

Address

Street1

Street2

City

State

ZIP

OID: 3-5-7-19

OID: 3-8-2-4

Adding a reference attribute to a class is accomplished using a **ReferenceSpecificationBuilder**.

//--------------------------------------------------------------

// Use ClassBuilder to create the schema definition.

com.objy.data.ClassBuilder cBuilderAddress

= new com.objy.data.ClassBuilder("Address");

cBuilderAddress.addAttribute(LogicalType.STRING, "Street1");

cBuilderAddress.addAttribute(LogicalType.STRING, "Street2");

cBuilderAddress.addAttribute(LogicalType.STRING, "City");

cBuilderAddress.addAttribute(LogicalType.STRING, "State");

cBuilderAddress.addAttribute(LogicalType.STRING, "ZIP");

// Actually build the the schema representation.

com.objy.data.Class cAddress = cBuilderAddress.build();

// Represent the new class into the federated database.

SchemaProvider.getDefaultPersistentProvider()

.represent(cAddress);

// Use ClassBuilder to create the schema definition.

com.objy.data.ClassBuilder cBuilderPerson = new com.objy.data.ClassBuilder("Person");

cBuilderPerson.addAttribute(LogicalType.STRING, "FirstName");

cBuilderPerson.addAttribute(LogicalType.STRING, "LastName");

cBuilderPerson.addAttribute(LogicalType.STRING, "MiddleInitial");

cBuilderPerson.addAttribute(LogicalType.DATE, "Birthdate");

cBuilderPerson.addAttribute("LivesAt",

new ReferenceSpecificationBuilder()

.setReferencedClass("Address")

.build());

// Actually build the the schema representation.

com.objy.data.Class cPerson = cBuilderPerson.build();

// Represent the new class into the federated database. SchemaProvider.getDefaultPersistentProvider().represent(cPerson);

### Lab02d – Simple Reference Attributes

Lab02d demonstrates the code shown above.

To run Lab02d from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build run2d**

### Lab02d – Examining the Schema Using DO

Using DO Runner (objy DO) we can examine the Address and Person classes created in Lab02d.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> **objy DO -boot Lab02.boot**

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> **show schema;**

{

CLASS Address

{

Street1: String { Encoding: UTF16, Storage: Variable },

Street2: String { Encoding: UTF16, Storage: Variable },

City: String { Encoding: UTF16, Storage: Variable },

State: String { Encoding: UTF16, Storage: Variable },

ZIP: String { Encoding: UTF16, Storage: Variable }

},

CLASS Person

{

FirstName: String { Encoding: UTF16, Storage: Variable },

LastName: String { Encoding: UTF16, Storage: Variable },

MiddleInitial: String { Encoding: UTF16, Storage: Variable },

Birthdate: Date,

LivesAt: Reference { Referenced: Address }

}

}

## Bidirectional Reference Attributes

In our example above we create a uni-directional reference attribute in Person that pointed to a single Address object. The Address object did not point back to the Person object. Let’s change that.

Here we are going to create a bidirectional relationship between the two classes by creating reference attributes in each class. Each reference attribute will be created to name the class its referencing with the additional feature of naming the inverse attribute that points back.

Graphically, it will look like this:
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Adding the attributes to each class will be done with the following code. Note that we are setting the inverse attribute on each ReferenceSpecificationBuilder.

cBuilderAddress.addAttribute("LivesHere",

new ReferenceSpecificationBuilder()

.setReferencedClass("Person")

.setInverseAttribute("LivesAt")

.build());

cBuilderPerson.addAttribute("LivesAt",

new ReferenceSpecificationBuilder()

.setReferencedClass("Address")

.setInverseAttribute("LivesHere")

.build());

### Lab02e – Bidirectional Reference Attributes

Lab02e demonstrates the code shown above.

To run Lab02e from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build run2e**

### Lab02e - Examining the Schema Using DO

Using DO Runner (objy DO) we can examine the Address and Person classes created in Lab02e.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> **objy DO -boot Lab02.boot**

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> **show schema;**

{

CLASS Address

{

Street1: String { Encoding: UTF16, Storage: Variable },

Street2: String { Encoding: UTF16, Storage: Variable },

City: String { Encoding: UTF16, Storage: Variable },

State: String { Encoding: UTF16, Storage: Variable },

ZIP: String { Encoding: UTF16, Storage: Variable },

LivesHere: Reference { Referenced: Person, Inverse: LivesAt }

},

CLASS Person

{

FirstName: String { Encoding: UTF16, Storage: Variable },

LastName: String { Encoding: UTF16, Storage: Variable },

MiddleInitial: String { Encoding: UTF16, Storage: Variable },

Birthdate: Date,

LivesAt: Reference { Referenced: Address, Inverse: LivesHere }

}

}

## LIST Attributes

LIST attributes are used to store basic data types like numbers and strings but lists can also be used to store references to other objects. This second mechanism is how we build a to-many relationship attribute. Before we jump into that let’s start with a list of Java Strings.

The following code sample taken from Lab03f.java shows the creation of the scheme for a Person class using the ClassBuilder. Several simple attributes are added and finally a “MyPhoneNumbers” attribute is added using the ListSpecificationBuilder and the StringSpecificationBuilder classes.

The important thing to note here and for future reference is that we have to define the kind of list we’re building and we do that by calling the “setElementSpecification(…)” method on our new ListSpecificationBuilder objects, passing in the results of the “new StringSpecificationBuilder().build()”.

// Use ClassBuilder to create the schema definition.

com.objy.data.ClassBuilder cBuilder = new com.objy.data.ClassBuilder("Person");

cBuilder.addAttribute(LogicalType.STRING, "FirstName");

cBuilder.addAttribute(LogicalType.STRING, "LastName");

cBuilder.addAttribute(LogicalType.STRING, "MiddleInitial");

cBuilder.addAttribute(LogicalType.DATE, "DateOfBirth");

cBuilder.addAttribute(LogicalType.DATE\_TIME, "Timestamp");

cBuilder.addAttribute(

"MyPhoneNumbers",

new ListSpecificationBuilder()

.setElementSpecification(

new StringSpecificationBuilder()

.build())

.build());

// Actually build the the schema representation.

com.objy.data.Class cPerson = cBuilder.build();

// Represent the new class into the federated database.

SchemaProvider.getDefaultPersistentProvider().represent(cPerson);

You can create lists of the different data types by simply using the SpecificationBuilder for the desired type.

### Lab02f – List of Strings Attributes

This lab demonstrates the code shown above.

To run Lab02e from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build run2f**

### Lab02f - Examining the Schema Using DO

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> objy DO -boot Lab02.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> show class Person;

CLASS Person

{

FirstName: String { Encoding: UTF16, Storage: Variable },

LastName: String { Encoding: UTF16, Storage: Variable },

MiddleInitial: String { Encoding: UTF16, Storage: Variable },

DateOfBirth: Date,

Timestamp: DateTime,

MyPhoneNumbers: List { Element: String { Encoding: UTF8, Storage: Variable }, Storage: Variable }

}

## To-Many Reference Attributes

All of the examples thus far have been one-to-one references. Now we will describe the mechanics of a one-to-many attribute.

To-Many attributes are constructed using a list of references. We use the ReferenceSpecificationBuilder we’ve used previously, but now we wrap it in a ListSpecificationBuilder object.

cBuilderAddress.addAttribute("LivesHere",

new ListSpecificationBuilder()

.setElementSpecification(

new ReferenceSpecificationBuilder()

.setReferencedClass("Person")

.setInverseAttribute("LivesAt")

.build())

.build());

Here, we’ve simply extended our definition of Address to include the To-Many list of references to Person. The definition of Person doesn’t change.

### Lab02g – To-Many Bidirectional Reference Attributes

This lab demonstrates the code shown above.

To run Lab02e from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build run2g**

### Lab02g - Examining the Schema Using DO

Using DO Runner (objy DO) we can examine the Address and Person classes created in Lab02f.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> **objy DO -boot Lab02.boot**

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> **show schema;**

{

CLASS Address

{

Street1: String { Encoding: UTF16, Storage: Variable },

Street2: String { Encoding: UTF16, Storage: Variable },

City: String { Encoding: UTF16, Storage: Variable },

State: String { Encoding: UTF16, Storage: Variable },

ZIP: String { Encoding: UTF16, Storage: Variable },

LivesHere: **List** { Element: Reference { Referenced: Person, Inverse: LivesAt }, Storage: **Variable** }

},

CLASS Person

{

FirstName: String { Encoding: UTF16, Storage: Variable },

LastName: String { Encoding: UTF16, Storage: Variable },

MiddleInitial: String { Encoding: UTF16, Storage: Variable },

Birthdate: Date,

LivesAt: Reference { Referenced: Address, Inverse: LivesHere }

}

}

This example demonstrate a One-to-Many relationship where one Person LivesAt an Address but an Address can have many LivesHere values.

### Many-To-Many Bidirectional Relationships

It would be easy enough to make the relationship Many-to-Many by simply wrapping the wrapping the LivesAt ReferenceSpecificationBuilder in a ListAttributeBuilder like we did for the LivesHere attribute in Address:

cBuilderPerson.addAttribute("LivesAt",

new ListSpecificationBuilder()

.setElementSpecification(

new ReferenceSpecificationBuilder()

.setReferencedClass("Address")

.setInverseAttribute("LivesHere")

.build())

.build());

### Lab02h – Many-To-Many Bidirectional Relationships

This lab demonstrates the code shown above.

To run Lab02e from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build run2h**

### Lab02h - Examining the Schema Using DO

Using DO Runner (objy DO) we can examine the Address and Person classes created in Lab02g.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> objy DO -boot Lab02.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.8.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> show schema;

{

CLASS Address

{

Street1: String { Encoding: UTF16 },

Street2: String { Encoding: UTF16 },

City: String { Encoding: UTF16 },

State: String { Encoding: UTF16 },

ZIP: String { Encoding: UTF16 },

LivesHere: List { Element: Reference { Referenced: Person, Inverse: LivesAt } }

},

CLASS Person

{

FirstName: String { Encoding: UTF16 },

LastName: String { Encoding: UTF16 },

MiddleInitial: String { Encoding: UTF16 },

Birthdate: Date,

LivesAt: List { Element: Reference { Referenced: Address, Inverse: LivesHere } }

}

}

## Embedded Objects as Attributes

There are many situations where being able to embed one object as an attribute inside another objects can be very useful.

Consider an Address class with your standard attributes, Street1, Street2, City, State, and ZIPCode. It might be useful to create a GeoLocation class and then add an instance of that class as an attribute to the Address class.

In order accomplish this we will need to do two things: First we define our GeoLocation class using ClassBuilder and we will call “cbGeoLoc.setEmbeddable()” to make out GeoLocation class an embeddable object inside our Address object.

com.objy.data.ClassBuilder cBuilderGeoLoc = new com.objy.data.ClassBuilder("GeoLocation");

cBuilderGeoLoc.setEmbeddable();

cBuilderGeoLoc.addAttribute("Latitude",

new RealSpecificationBuilder(Storage.Real.B64)

.setEncoding(Encoding.Real.IEEE)

.build());

cBuilderGeoLoc.addAttribute("Longitude",

new RealSpecificationBuilder(Storage.Real.B64)

.setEncoding(Encoding.Real.IEEE)

.build());

// Actually build the the schema representation.

com.objy.data.Class cGeoLoc = cBuilderGeoLoc.build();

// Represent the new class into the federated database.

SchemaProvider.getDefaultPersistentProvider().represent(cGeoLoc);

This creates or embeddable GeoLocation object.

Next, we create our Address class with its attributes including the GeoLocation attribute which is an *Instance* of a GeoLocation object. This is accomplished using the InstanceSpecificationBuilder class.

com.objy.data.ClassBuilder cBuilderAddress

= new com.objy.data.ClassBuilder("Address");

cBuilderAddress.addAttribute(LogicalType.STRING, "Street1");

cBuilderAddress.addAttribute(LogicalType.STRING, "Street2");

cBuilderAddress.addAttribute(LogicalType.STRING, "City");

cBuilderAddress.addAttribute(LogicalType.STRING, "State");

cBuilderAddress.addAttribute(LogicalType.STRING, "ZIP");

cBuilderAddress.addAttribute("GeoLocation",

new InstanceSpecificationBuilder()

.setClass("GeoLocation")

.build());

// Actually build the the schema representation.

com.objy.data.Class cAddress = cBuilderAddress.build();

// Represent the new class into the federated database.

SchemaProvider.getDefaultPersist

### Lab02i – Creating Embeddable Classes

This lab demonstrates the code shown above.

To run Lab02e from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab02 clean build run2i**

### Lab02i – Examining the Results

Using DO Runner (objy DO) we can examine the Address and Person classes created in Lab02i.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab02\data\dbs> objy DO -boot Lab02.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.8.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> show schema;

{

CLASS GeoLocation EMBEDDABLE

{

Latitude: Real { Storage: B64 },

Longitude: Real { Storage: B64 }

},

CLASS Address

{

Street1: String { Encoding: UTF16 },

Street2: String { Encoding: UTF16 },

City: String { Encoding: UTF16 },

State: String { Encoding: UTF16 },

ZIP: String { Encoding: UTF16 },

GeoLocation: Object { Class: GeoLocation }

}

}

## Define Subclasses

ThingSpan allows you to define subclasses of existing classes as you would expect in any object-oriented environment. Let’s create a subclass of our Person objects call Employee.

In order to define a class as a subclass of an existing schema class definition, the superclass must either already exist or must at least have been “represent’ed” to the schema API, i.e. you can use ClassBuilder to build the superclass and call SchemaProvider.getDefaultPersistentProvider().represent(cBuilderDef) to make the superclass available for use as the base class for subclass definitions even though you haven’t completed the transaction. Base classes and multiple subclasses can be defined within a single TransactionScope.

Once the base class is defined, all you have do is to call “.setSuperclass(superclassname)” on the ClassBuilder being used to create the subclass.

// Use ClassBuilder to create the schema definition.

com.objy.data.ClassBuilder cBuilder

= new com.objy.data.ClassBuilder("Employee");

// Set the superclass.

cBuilder.setSuperclass("Person");

See Lab02j.java for an example of creating an Employee class as a subclass of a Person class.

There are a number of advanced topics that will be discussed later including how we can specify a different storage type, which is currently “Variable”.

# Working with Objects

Much of your interaction with ThingSpan will be in working with objects, either creating them and putting them in the database or querying for them and reading them from the database. This section will cover both areas.

## The ThingSpan Technology Stack

Your Java application sits on top of a stack of layers that make up ThingSpan. Understanding those layers will help you develop an understanding of the JavaULB API. The image below depicts the layers.
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The JavaULB API is little more than a set of support classes and a JNI wrapper that allow you to work with the ThingSpan kernel which is all written in C++. With that in mind, the JavaULB API has been specifically designed to be very light weight and pushes nearly all of the actual work down in to the ThingSpan C++ kernel where the operations can be run much faster.

## Working with com.objy.data.Instance Objects

The com.objy.data.Instance class is used to represent a ThingSpan persistent data object within a JavaULB application.

***NOTE****: ThingSpan does not support the storage of POJOs (Plain Old Java Objects) to a ThingSpan federation. Only objects represented as com.objy.data.Instance objects can be persisted to the database.*

As discussed earlier, a ThingSpan application will open a connection to a ThingSpan federated database and then create a Transaction or TransactionScope. These set the stage for interacting with ThingSpan objects.

com.objy.data.Instance is a JNI interface to an actual data object stored in the ThingSpan cache.

## Creating an Instance

Let’s create a new Instance object. It’s a two-step process.

First we need to know what kind of object we are going to create. We do this by instantiating an instance of com.objy.data.Class object using the static “lookupClass(…)” method on com.objy.data.Class. We need to pass in the name of the class we want to look up and this name is the name of the class *as it was defined in the database schema*. (See “Working with Schema”.)

From there we use the static method “createPersistent(…)” on the com.objy.data.Instance class to create an Instance of our “Person” class.

*Note: We have to use “com.objy.data.” before “Class” to differentiate it from java.lang.Class. We don’t have to prefix Instance with the “com.objy.data” because there is not collision on the naming.*

It sounds harder than it is…

// Lookup the Person class from the schema in the ThingSpan federation.

com.objy.data.Class cPerson

= com.objy.data.Class.lookupClass("Person");

// Using the cPerson Class object, create a Person Instance.

Instance iPerson = Instance.createPersistent(cPerson);

// The complete writes the data out to the database.

tx.complete();

Once we have our Person instance, iPerson, we can set its attributes if we need to and call tx.complete() which “commits” the transaction and ensures that our new Person instance is written to the database.

### Lab03a – Creating an Instance

Lab03a demonstrates the code shown above.

To run Lab03a from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab03 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab03 clean build run3a**

…

> Task :JavaULB\_Lab03:run3a

Running 'run3a'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab03/build/libs/

2019-03-26 11:05:20 INFO main Lab03a.java: Running Lab03a

2019-03-26 11:05:20 INFO main Lab03a.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot>

2019-03-26 11:05:20 INFO main Lab03a.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 11:05:20 INFO main Lab03a.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 11:05:20 INFO main Lab03a.java: Person class created in schema.

2019-03-26 11:05:22 INFO main Lab03a.java: iPerson OID: 3-3-1-4

2019-03-26 11:05:22 INFO main Lab03a.java: Person class created in schema.

2019-03-26 11:05:22 INFO main Lab03a.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

### Lab03a – Examining the Results

Using DO Runner (objy DO) we can examine the results.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs> objy DO -boot Lab03.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> from Person return \*;

{

Person

{

\_\_identifier\_\_:3-3-1-4,

FirstName:null,

LastName:null,

MiddleInitial:null

}

}

## Setting Attributes

After we have an Instance we need to set the values of the attributes on it. We will expand our example above and set the attributes.

### Setting String and Date Attributes

JavaULB allows us to access the value of an attribute of an Instance through a Variable object. We get the Variable object from the instance by calling iPerson.getAttributeValue(attributeName). Then call variable.set(value) to set that attribute to a value.

// We access the value of each attribute in the Instance using

// a variable that we 'associate' with each attribute.

Variable vFirstName = iPerson.getAttributeValue("FirstName");

vFirstName.set("John");

Variable vLastName = iPerson.getAttributeValue("LastName");

vLastName.set("Doe");

Variable vMiddleInitial = iPerson.getAttributeValue("MiddleInitial");

vMiddleInitial.set("Q");

// The complete writes the data out to the database.

tx.complete();

It should be noted here that it is not necessary to use a separate Variable object for each attribute. You can declare a single Variable object and reuse it for each field.

Variable var;

var = iPerson.getAttributeValue("FirstName");

var.set("John");

var = iPerson.getAttributeValue("LastName");

var.set("Doe");

var = iPerson.getAttributeValue("MiddleInitial");

var.set("Q");

The Lab03b demonstrate both techniques.

#### Lab03b – Setting Attributes

Lab03b demonstrates the code shown above.

To run Lab03b from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab03 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab03 clean build run3b**

> Task :JavaULB\_Lab03:run3b

Running 'run3b'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab03/build/libs/

2019-03-26 11:07:51 INFO main Lab03b.java: Running Lab03b

2019-03-26 11:07:51 INFO main Lab03b.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot>

2019-03-26 11:07:51 INFO main Lab03b.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 11:07:51 INFO main Lab03b.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 11:07:51 INFO main Lab03b.java: Person class created in schema.

2019-03-26 11:07:53 INFO main Lab03b.java: iPerson OID: 3-3-1-4

2019-03-26 11:07:53 INFO main Lab03b.java: Person class created in schema.

2019-03-26 11:07:53 INFO main Lab03b.java: iPerson OID: 3-3-1-8

2019-03-26 11:07:53 INFO main Lab03b.java: Person class created in schema.

2019-03-26 11:07:53 INFO main Lab03b.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

#### Lab03b – Examining the Results

Using DO Runner (objy DO) we can examine the results.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs> objy DO -boot Lab03.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> from Person return \*;

{

Person

{

\_\_identifier\_\_:3-3-1-4,

FirstName:'John',

LastName:'Doe',

MiddleInitial:'Q'

},

Person

{

\_\_identifier\_\_:3-3-1-8,

FirstName:'John',

LastName:'Doe',

MiddleInitial:'Q'

}

}

### Setting Numeric Attributes

The Variable .setValue(…) method takes an object parameter, therefore any numeric values will need to be cast to the object version of their data type, i.e. int gets cast to Integer, long to Long, and so on.

*Note: In the following code fragment the function “parseBinary(String, boolean) takes a String representation of a binary number and a binary flag indicating whether the number should be interpreted as signed or unsigned, and generates a Java long from the binary representation.*

This following code fragments were extracted from Lab03c.java.

Variable var;

String sB8 = "11000000";

long intB8 = parseBinary(sB8, SIGNED);

var = iND.getAttributeValue("MyIntB8\_Signed");

var.set((Long)intB8);

String uintSB16 = "1000000000000000";

long uintB16 = parseBinary(uintSB16, UNSIGNED);

var = iND.getAttributeValue("MyIntB16\_Unsigned");

var.set((Long)uintB16);

double avn1 = 602300000000000000000000.00;

var = iND.getAttributeValue("MyReal32\_IEEE");

var.set((Double)avn1);

#### Lab03c – Setting Numeric Attributes

Lab03c demonstrates the code shown above.

To run Lab03c from the command line, use the following command:

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab03 recreateFD**

PS D:\Root\Workspaces\JavaULBTraining> **.\gradlew.bat -p JavaULB\_Lab03 clean build run3c**

#### Lab03c – Examining the Results

Using DO Runner (objy DO) we can examine the results.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs> objy DO -boot .\Lab03.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> from NumbersDemo return \*;

{

NumbersDemo

{

\_\_identifier\_\_:3-3-1-13,

SimpleInteger:33,

MyIntB8\_Signed:-64,

MyIntB16\_Signed:16384,

MyIntB32\_Signed:1073741824,

MyIntB64\_Signed:4611686018427387904,

MyIntB8\_Unsigned:192,

MyIntB16\_Unsigned:32768,

MyIntB32\_Unsigned:2147483648,

MyIntB64\_Unsigned:9223372036854775808,

SimpleReal:3.14159,

MyReal32\_IEEE:6.02300e+23,

MyReal64\_IEEE:6.02312e+23

}

}

### Setting DATE and DATE\_TIME Attributes

ThingSpan supports creating schema class definitions that have DATE and DATE\_TIME attributes.

#### Setting DATE Attributes

Setting a DATE attribute requires that you create a com.objy.data.Date object and pass in the year, month, and day of month values. The com.objy.data.Date object can then be passed to the Variable .set(Object) method as shown below.

Variable vBirthdate = iPerson.getAttributeValue("DateOfBirth");

GregorianCalendar gCal = new GregorianCalendar();

gCal.setTime(dateOfBirth);

vBirthdate.set(new com.objy.data.Date(

gCal.get(Calendar.YEAR),

gCal.get(Calendar.MONTH),

gCal.get(Calendar.DAY\_OF\_MONTH)));

#### Setting DATE\_TIME Attributes

Setting a DATE\_TIME attribute requires that you create a com.objy.data.DateTime object, passing in a java.util.Date object to the constructor.

java.util.Date timestamp = new java.util.Date();

Variable vTimestamp = iPerson.getAttributeValue("Timestamp");

vTimestamp.set(new com.objy.data.DateTime(timestamp));

#### Lab03d – Setting DATE and DATE\_TIME Attributes

> Task :JavaULB\_Lab03:run3d

Running 'run3d'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab03/build/libs/

2019-03-26 16:55:50 INFO main Lab03d.java: Running Lab03d

2019-03-26 16:55:50 INFO main Lab03d.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot>

2019-03-26 16:55:50 INFO main Lab03d.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 16:55:50 INFO main Lab03d.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 16:55:50 INFO main Lab03d.java: Person class created in schema.

2019-03-26 16:55:52 INFO main Lab03d.java: iPerson OID: 3-3-1-4

2019-03-26 16:55:52 INFO main Lab03d.java: Person class created in schema.

2019-03-26 16:55:52 INFO main Lab03d.java: iPerson OID: 3-3-1-8

2019-03-26 16:55:52 INFO main Lab03d.java: Person class created in schema.

2019-03-26 16:55:52 INFO main Lab03d.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

#### Lab03d – Examining the Results

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs> objy DO -boot Lab03.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> from Person return \*;

{

Person

{

\_\_identifier\_\_:3-3-1-4,

FirstName:'John',

LastName:'Doe',

MiddleInitial:'Q',

DateOfBirth:2000-03-28,

Timestamp:2000-04-28 19:42:30

},

Person

{

\_\_identifier\_\_:3-3-1-8,

FirstName:'Mary',

LastName:'Smith',

MiddleInitial:'B',

DateOfBirth:1966-05-15,

Timestamp:1966-06-15 19:42:30

}

}

### Setting LIST Attributes

Setting LIST attributes is a common task especially when dealing with to-many relationships. Before we get to that, let’s just add some strings to a LIST attribute in a ThingSpan persistent object.

#### A List of Strings

As with setting the other attribute types, we have to get a Variable representation of the list attribute first. That Variable is shown below as vPhoneNumbers. Once we have that we get a ‘List’ representation of that Variable by calling “listValue()” on the Variable object. This gives us a com.objy.data.List object that we can interact with.

Now we need another Variable to represent the item being added to the list. We get this by simply instantiating a Variable object called vPN. We then iterate across our source data stored in the Java array phoneNumbers and for each phone number “pn” we set that value into the Varible vPN and add vPN to pnList.

We can reuse vPN but we should really call “.clear()” on it before we reuse it.

// Add the phone numbers to MyPhoneNumbers in the object.

Variable vPhoneNumbers = iPerson.getAttributeValue("MyPhoneNumbers");

com.objy.data.List pnList = vPhoneNumbers.listValue();

Variable vPN = new Variable();

for (String pn : phoneNumbers) {

vPN.set(pn);

pnList.add(vPN);

vPN.clear();

}

##### Lab03e – Setting LIST Attributes

> Task :JavaULB\_Lab03:run3e

Running 'run3e'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab03/build/libs/

2019-03-26 17:12:10 INFO main Lab03e.java: Running Lab03e

2019-03-26 17:12:10 INFO main Lab03e.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot>

2019-03-26 17:12:10 INFO main Lab03e.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 17:12:10 INFO main Lab03e.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-26 17:12:10 INFO main Lab03e.java: Person class created in schema.

2019-03-26 17:12:12 INFO main Lab03e.java: iPerson OID: 3-3-1-4

2019-03-26 17:12:12 INFO main Lab03e.java: Person class created in schema.

2019-03-26 17:12:12 INFO main Lab03e.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

##### Lab03e – Examining the Results

JavaULBTraining\JavaULB\_Lab03\data\dbs> objy DO -boot Lab03.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> from Person return \*;

{

Person

{

\_\_identifier\_\_:3-3-1-4,

FirstName:'John',

LastName:'Doe',

MiddleInitial:'Q',

DateOfBirth:2000-03-28,

Timestamp:2000-04-28 19:58:50,

MyPhoneNumbers:LIST

{

'410-555-1234',

'410-555-9984'

}

}

}

#### A List of References: To-Many

Relational databases use the concept of a JOIN to link objects together. In ThingSpan we simply create a reference or a list of references. In Section 6.5 we saw how to define to-one bidirectional relationship attributes and in Section 6.7 we saw how to define a to-many relationship attribute. Here we are going to populate a to-many relationship attribute.

We need to modify our Person class definition to have two new attributes. The first attribute is the outgoing attribute “Knows”. For a Person P, P.Knows will contain a list of OIDs of all of the Persons that P knows. The second attribute is the inverse attribute “KnownBy” and is the list of all of OIDs of Person objects that know P.

The structure is shown below.
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Referring to Lab03f.java, let’s start by updating our schema creation function, createSchemaPerson(…).

We need to add the following lines of code to our createSchemaPerson(…) function:

// Create the "Knows" end of the bidirectional to-many reference.

cBuilder.addAttribute("Knows",

new ListSpecificationBuilder()

.setElementSpecification(

new ReferenceSpecificationBuilder()

.setReferencedClass("Person")

.setInverseAttribute("KnownBy")

.build())

.build());

// Create the "KnownBy" end of the bidirectional to-many reference.

cBuilder.addAttribute("KnownBy",

new ListSpecificationBuilder()

.setElementSpecification(

new ReferenceSpecificationBuilder()

.setReferencedClass("Person")

.setInverseAttribute("Knows")

.build())

.build());

Next, we will update our createPersonInstance(…) method. We are going to start by modifying the return type. We are going to update the method to return the OID of the Person object that was created. We’ll then use those OIDs to construct Knows/KnowBy relationships between some of the Person objects that we create.

Getting the OID from an Instance is easy enough:

// Using the cPerson Class object, create a Person Instance.

Instance iPerson = Instance.createPersistent(cPerson);

// Get and retain the OID of the Instance object we just created.

String personOID = iPerson.getObjectId().toString();

We simply return the value of String personOID to the calling method and then use that construct the Knows/KnownBy relationship.

The core of the “establishKnows(…)” method is straight forward. As with previous samples, the following code will be enclosed in a TransactionScope block.

// Lookup the Person associated with fromOID.

Instance iPersonFrom = Instance.lookup(ObjectId.fromString(fromOID));

// Lookup the Person associated with toOID.

Instance iPersonTo = Instance.lookup(ObjectId.fromString(toOID));

// Get the Knows list from iPersonFrom.

Variable vKnows = iPersonFrom.getAttributeValue("Knows");

com.objy.data.List knowsList = vKnows.listValue();

// vKnownEntry represents the Person that is "Known"

Reference refPersonTo = new Reference(iPersonTo);

Variable vPersonTo = new Variable(refPersonTo);

// Add the the vPersonTo entry to the knowsList.

knowsList.add(vPersonTo);

##### Lab03f – Adding References to a List Attribute

> Task :JavaULB\_Lab03:run3f

Running 'run3f'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab03/build/libs/

2019-03-29 15:59:39 INFO main Lab03f.java: Running Lab03f

2019-03-29 15:59:39 INFO main Lab03f.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot>

2019-03-29 15:59:39 INFO main Lab03f.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-29 15:59:40 INFO main Lab03f.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

2019-03-29 15:59:40 INFO main Lab03f.java: Person class created in schema.

2019-03-29 15:59:42 INFO main Lab03f.java: iPerson OID: 3-3-1-4

2019-03-29 15:59:42 INFO main Lab03f.java: Person class created in schema.

2019-03-29 15:59:42 INFO main Lab03f.java: iPerson OID: 3-3-1-8

2019-03-29 15:59:42 INFO main Lab03f.java: Person class created in schema.

2019-03-29 15:59:42 INFO main Lab03f.java: iPerson OID: 3-3-1-12

2019-03-29 15:59:43 INFO main Lab03f.java: Person class created in schema.

2019-03-29 15:59:43 INFO main Lab03f.java: Person class created in schema.

2019-03-29 15:59:43 INFO main Lab03f.java: Person class created in schema.

2019-03-29 15:59:43 INFO main Lab03f.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs\Lab03.boot

##### Lab03f – Examining the Results

Using DO Runner you can examine the results.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs> objy DO -boot Lab03.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.7.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> from ooObj return \*;

{

Person

{

\_\_identifier\_\_:3-3-1-4,

FirstName:'Seth',

LastName:'Franklin',

This is the first Person that was created and has a “Knows” list that points to two other objects.

MiddleInitial:'B',

DateOfBirth:0001-01-01,

Knows:LIST

{

3-3-1-8,

3-3-1-12

},

KnownBy:null

},

Person

{

\_\_identifier\_\_:3-3-1-8,

FirstName:'Tracy',

LastName:'Michaels',

This is the second Person that was created and has a “KnownBy” list that points to Person 3-3-1-4.

MiddleInitial:'A',

DateOfBirth:0001-01-01,

Knows:null,

KnownBy:LIST

{

3-3-1-4

}

},

Person

{

\_\_identifier\_\_:3-3-1-12,

FirstName:'Diane',

LastName:'Thoman',

This is the third Person that was created and has a “KnownBy” list that points to Person 3-3-1-4.

MiddleInitial:'M',

DateOfBirth:0001-01-01,

Knows:null,

KnownBy:LIST

{

3-3-1-4

}

}

}

So now we should stop and make an observation about the code and the resulting relationships. The code that created the relationships only added entries to the “Knows” list. We didn’t write any code to set the value of the inverse relationship in the “KnownBy” list. Because we defined the relationship “Knows” and its inverse “KnownBy” relationship when we created the schema definition, ThingSpan automatically fills in the inverse value when we set one end of the relationship. If we add an entry to the “Knows” list, ThingSpan will fill in the inverse value in the “KnownBy” list and if we add an entry to a “KnownBy” list ThingSpan will fill in the inverse value in the “Knows” list.

This automatic updating works for both adding and removing entries from a defined relationship list. When removing a value from a list attribute that represents one end of a relationship, ThingSpan will remove the corresponding entry from the inverse object.

ThingSpan takes this one step further. If one of the objects is deleted ThingSpan will updates all of the inverse objects and remove the deleted object’s OID from all inverse lists that point back to the object being deleted. This behavior maintains the referential integrity of the data stored in the ThingSpan repository.

##### Lab03g - Removing References from a List Attribute

To remove a specific entry from a List of References attribute, we need to iterate over the list, get the Variable for each entry and then get the Reference from the Variable. Once we have the reference we can call “reference.getObjectId().toString()” to get the OID and we can compare the java.util.String representations of the OIDs to see if they are equal. If they are equal we can call knowsList.remove(i) to remove that entry.

// Lookup the Person associated with fromOID.

Instance iPersonFrom = Instance.lookup(ObjectId.fromString(fromOID));

// Lookup the Person associated with toOID.

Instance iPersonTo = Instance.lookup(ObjectId.fromString(toOID));

// Get the Knows list from iPersonFrom.

Variable vKnows = iPersonFrom.getAttributeValue("Knows");

com.objy.data.List knowsList = vKnows.listValue();

// vKnownEntry represents the Person that is "Known"

Reference rPersonTo = new Reference(iPersonTo);

Variable vKnowsEntry;

boolean found = false;

for (int i = 0; i < knowsList.size(); i++) {

vKnowsEntry = knowsList.get(i);

Reference rPersonToCheck = vKnowsEntry.referenceValue();

// Check to see if the referenced objects are the same by OID.

if(rPersonToCheck

.getObjectId()

.toString()

.equals(rPersonTo.getObjectId().toString())) {

logger.info("Removing " + rPersonToCheck.getObjectId().toString()

+ " from " + fromOID);

knowsList.remove(i);

found = true;

break;

}

vKnowsEntry.clear();

}

### Working with Embedded Objects

Section 6.8 discussed how to create schema for embedded classes as well as how to create schema for class definitions that contained attributes that were instances of embeddable classes. Here we will extend that example and actually create instance objects that contain embedded objects.

com.objy.data.Class cAddress = com.objy.data.Class.lookupClass("Address");

Instance iAddress = Instance.createPersistent(cAddress);

Variable vStreet1 = iAddress.getAttributeValue("Street1");

vStreet1.set(street1);

Variable vStreet2 = iAddress.getAttributeValue("Street2");

vStreet2.set(street2);

Variable vCity = iAddress.getAttributeValue("City");

vCity.set(city);

Variable vState = iAddress.getAttributeValue("State");

vState.set(state);

Variable vZIP = iAddress.getAttributeValue("ZIP");

vZIP.set(zip);

//--------------------------------------------------------------

// Set the attributes of the embedded GeoLocation object

// First, get the attribute as a Variable.

Variable vGeoLoc = iAddress.getAttributeValue("GeoLocation");

// Second, get the Instance value of that Variable.

Instance iGeoLoc = vGeoLoc.instanceValue();

// Set the attributes of the GeoLocation instance object.

Variable vLat = iGeoLoc.getAttributeValue("Latitude");

vLat.set(lat);

Variable vLon = iGeoLoc.getAttributeValue("Longitude");

vLon.set(lon);

#### Lab03h – Creating an Instance Object with an Embedded Object Attribute

This is the command to recreate the federation and clean, build, and run the Lab03h sample:

PS D:\Root\Workspaces\JavaULBTraining> .\gradlew.bat -p JavaULB\_Lab03 recreateFD clean build run3h

#### Lab03h – Examining the Results

Use DO Runner to examine the results.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab03\data\dbs> objy DO -boot Lab03.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.8.0

Copyright (c) Objectivity, Inc 2012, 2018. All rights reserved.

DO> from Address return \*;

{

Address

{

\_\_identifier\_\_:3-3-1-4,

Street1:'407 Main St.',

Street2:'Apartment 3',

City:'Mt. Pleasant',

State:'MI',

ZIP:'48858',

GeoLocation:GeoLocation

{

Latitude:43.6012,

Longitude:-84.7764

}

}

}

# Object Lookup and Queries

At this point you should be comfortable with com.objy.data.Class, Instance, Attribute, and Variable. We are now going to put these to use in looking up objects and running queries on the database.

## Object Lookup by OID

The simplest way to retrieve an object from a ThingSpan federation is to already know its OID and to simply use the OID to look up the object with that OID. We don’t expect users to provide us with the OIDs of the objects they want to find but in your own code it is very common to be working with OIDs and have to retrieve an object using the OID.

Let’s create a Person object.

// Lookup the Person class from the schema in the ThingSpan federation.

com.objy.data.Class cPerson

= com.objy.data.Class.lookupClass("Person");

// Using the cPerson Class object, create a Person Instance.

Instance iPerson = Instance.createPersistent(cPerson);

oid = iPerson.getObjectId().toString();

The last line of code in the sample above calls the “.getObjectId()” method to get an ObjectId object and then calls “.toString()” on that. ~~A quick note: The ObjectId object is only valid within the TransactionScope so we can’t simply return it; we need to convert it to a String which is remains valid outside of the TransactionScope.~~ We can later use that String representation of the OID to look up the object we’ve just created.

At this point it is appropriate to say a few words about OIDs. A ThingSpan OID in String-form has the form: “#D-C-P-S”, where “D” is a number representing the database where the object can be found. “C” represents the container within the database. “P” represents the page in the container and “S” represents the slot that points to the object data on page. In an actual OID each of these will have numeric values, so an OID might be “#2-4-3-17” which refers to database 2, container 4, page 3, and slot 17. The OID represents the unique “logical” address of an object. It is a “logical” address because each of these values is used to look up the related physical component to actually find the object.

Now that we have an OID, we can look up the related object. To lookup the object we will use the static method, Instance.lookup(ObjectId) which will give us an Instance object representation that we can read or update attributes on.

// Using the cPerson Class object, create a Person Instance.

Instance iPerson = Instance.lookup(ObjectId.fromString(oid));

logger.info("iPerson OID: " + iPerson.getObjectId().toString());

// We access the value of each attribute in the Instance using

// a variable that we 'associate' with each attribute.

Variable vFirstName = iPerson.getAttributeValue("FirstName");

logger.info(oid + " Person.FirstName: "

+ vFirstName.stringValue());

Variable vMiddleInitial = iPerson.getAttributeValue("MiddleInitial");

logger.info(oid + " Person.MiddleInitial: "

+ vMiddleInitial.stringValue());

Variable vLastName = iPerson.getAttributeValue("LastName");

logger.info(oid + " Person.LastName: "

+ vLastName.stringValue());

The highlighted line above does two things. First, it creates an ObjectId from the String value oid and second, it performs the lookup on that ObjectId. The result is that we end up with an Instance object representation of the object with the given oid.

The remaining lines of code above show how to extract known attributes from the Instance object.

This code is presented in Lab04a.

### Lab04a – Looking Up an Object Using the OID

This is the command to recreate the federation and clean, build, and run the Lab03h sample:

PS D:\Root\Workspaces\JavaULBTraining> .\gradlew.bat -p JavaULB\_Lab04 recreateFD clean build run4a

> Task :JavaULB\_Lab04:run4a

Running 'run2a'

LIB\_DIR = D:/Root/Workspaces/JavaULBTraining/JavaULB\_Lab04/build/libs/

log4j:ERROR Could not find value for key log4j.appender.FILE

log4j:ERROR Could not instantiate appender named "FILE".

2019-04-03 16:18:18 INFO main Lab04a.java: Running Lab04a

2019-04-03 16:18:18 INFO main Lab04a.java: bootFile: <D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab04\data\dbs\Lab04.boot>

2019-04-03 16:18:18 INFO main Lab04a.java: Boot file is valid: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab04\data\dbs\Lab04.boot

2019-04-03 16:18:18 INFO main Lab04a.java: Connected to ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab04\data\dbs\Lab04.boot

2019-04-03 16:18:19 INFO main Lab04a.java: Person class created in schema.

2019-04-03 16:18:20 INFO main Lab04a.java: iPerson OID: 3-3-1-4

2019-04-03 16:18:20 INFO main Lab04a.java: Person class created in schema.

2019-04-03 16:18:20 INFO main Lab04a.java: iPerson OID: 3-3-1-4

2019-04-03 16:18:20 INFO main Lab04a.java: 3-3-1-4 Person.FirstName: John

2019-04-03 16:18:20 INFO main Lab04a.java: 3-3-1-4 Person.MiddleInitial: Q

2019-04-03 16:18:20 INFO main Lab04a.java: 3-3-1-4 Person.LastName: Doe

2019-04-03 16:18:20 INFO main Lab04a.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab04\data\dbs\Lab04.boot

### Lab04a – Examining the Results

Use DO Runner to examine the results.

PS D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab04\data\dbs> objy DO -boot Lab04.boot

Objectivity/DB (TM) Execute DO Statement(s), Version: 12.9 develop Apr 2 2019

Copyright (c) Objectivity, Inc 2012, 2019. All rights reserved.

DO> from Person return \*;

{

Person

{

\_\_identifier\_\_:3-3-1-4,

FirstName:'John',

LastName:'Doe',

MiddleInitial:'Q'

}

}

This is how you do a simple lookup using the OID.

## Queries

ThingSpan provides the “Declarative Object” or DO query language that we will introduce in this section. DO is a cross between SQL and Cypher and allows you to execute many different kinds of queries with many different kinds of result structures. We are going to start off with simple queries and increase the complexity as we move forward.

In order to run a DO query in JavaULB you will need to use the com.objy.data.Statement class. The Statement class has a “.execute(String)” method that takes a properly formatted DO query as a String and executes it returning a Variable that contains the results of your query.

Here are the core steps in running a query:

1. We have to get a Language object that represents the DO query language.

Language doLang = LanguageRegistry.lookupLanguage("DO");

1. Create our Statement with the Language object and the String representing the text of the query.

Statement statement = new Statement(doLang, doQuery);

1. Call .execute on our statement and get back a Variable that represents the results of the query.

Variable vStatementExecute = statement.execute();

1. Create an Iterator on the vStatementExecute.sequenceValue().

java.util.Iterator<Variable> it

= vStatementExecute.sequenceValue().iterator();

1. Iterate over the result objects.

while (it.hasNext()) {

// Get the next result from the iterator as a Variable.

Variable vResult = it.next();

// Get the Instance representation of the Variable.

Instance iPerson = vResult.instanceValue();

// Do something with the Instance.

displayPersonInstance(iPerson);

}

### Lab04b – Running a DO Query in JavaULB

Lab04b.java puts the above steps together into a program that demonstrates some simple DO queries.

PS D:\Root\Workspaces\JavaULBTraining> .\gradlew.bat -p JavaULB\_Lab04 recreateFD clean build run4b

> Task :JavaULB\_Lab04:run4b

Running 'run4b'

***Not all output is shown…***

2019-04-04 18:43:42 INFO main Lab04b.java: Persons created: 900

========================================================

QUERY: FROM Person return \*

--------------------------------------------------------

FirstName LastName MiddleName

STRING STRING STRING

--------------- --------------- ---------------

Ivonne Amo Valentina

Dion Rosenbeck Lashaun

***Not all output is shown…***

Wm Solinski Aubrey

Vernetta Hajduk Pennie

Kellie Hodor Anthony

Darren Vecino Dannie

--------------------------------------------------------

Result Count: 1000

========================================================

========================================================

QUERY: FROM Person WHERE LastName =~ 'M.\*' return \*

--------------------------------------------------------

FirstName LastName MiddleName

STRING STRING STRING

--------------- --------------- ---------------

Dona Manthei Jesusa

Dee Milo Theodora

***Not all output is shown…***

Eleni Manista Carletta

Chang Mcgurr Denver

Mackenzie Maglione Aura

--------------------------------------------------------

Result Count: 87

========================================================

========================================================

QUERY: FROM Person WHERE LastName =~ 'M.\*' AND FirstName =~ 'T.\*' return \*

--------------------------------------------------------

FirstName LastName MiddleName

STRING STRING STRING

--------------- --------------- ---------------

Tanesha Maffit Lakisha

Tennie Montero Wendolyn

Thurman Mcguirl Lenard

Tomasa Morisey Lovie

Taina Mcgee Margeret

Tracy Maddin Odell

--------------------------------------------------------

Result Count: 6

========================================================

2019-04-04 18:43:42 INFO main Lab04b.java: Disconnected from ThingSpan federation: D:\Root\Workspaces\JavaULBTraining\JavaULB\_Lab04\data\dbs\Lab04.boot

The core of Lab04b.java is the query(String doQuery) method. It is called three times with three different queries.

String doQuery1 = "FROM Person return \*";

query(doQuery1);

String doQuery2 = "FROM Person WHERE LastName =~ 'M.\*' return \*";

query(doQuery2);

String doQuery3

= "FROM Person "

+ "WHERE LastName =~ 'M.\*' "

+ "AND FirstName =~ 'T.\*' "

+ "return \*";

query(doQuery3);

Let’s discuss these queries for just a minute.

The first query returns all Person objects in the database.

**A Note about Object Orientation…**

ThingSpan is an object-oriented platform so this query will return anything that is either exactly a Person object as well as any object that is a type derived from Person. If your federation has a schema definition for Employee where Employee inherits from Person, all Employee objects will be returned by any query that returns all Person objects because Employee objects **are** Person objects.

The second query is exactly the same as the first query except that it adds a predicate: We only want Person objects (and sub-type objects) where the LastName field starts with the letter ‘M’ followed by anything. The “=~” is the pattern-match operator and ‘M.\*” is the pattern we want to match. If you look at the first have of the results, shown above, you can see the tail-end of the results that match this query. The LastName attributes all begin with “M” and the FirstName attributes begin with a variety of letters.

The third query adds an additional qualifier to the second query. Here, we are looking for Person objects whose LastName begins with “M” and whose FirstName begins with “T” and we found four objects that match that criteria.

### An Introduction to Projections

A projection is a temporary ad-hoc object containing the attributes specified by the RETURN clause of the query. The asterisk “\*” is a special case when used in the RETURN clause an it indicates to include all of the attributes from the result object.

In each of the queries above we always returned the entire Person object that matched our predicate, that is to say that we didn’t just return the FirstName or the LastName attribute of the object, we returned the entire object.

#### A Simple Projection

What if we only wanted the LastName? The query is easy enough, we simply replace the “\*” with “LastName” as shown below:

FROM Person return Lastname;

**Note**: The semicolon is only used in DO Runner and not when issuing the query in JavaULB.

Here, we are not going to get back an entire Person, we are going to get back a **projection**. In our case we will get back a single projection for each Person object and each project contains just a LastName attribute.

If we run the query in DO Runner we see the projection representation:

DO> from Person return LastName;

{

Person\_Projection

{

\_\_identifier\_\_:3-3-1-4,

LastName:'Amo'

},

Person\_Projection

{

\_\_identifier\_\_:3-3-1-8,

LastName:'Rosenbeck'

},

In JavaULB we will still iterate over the results, getting a Variable for each result and from each of those Variables we can get an Instance. It’s just that the Instance now represents an ad-hoc projection object that only contains the attributes that were specified in the query, i.e. the LastName attribute.

There are two ways to approach results processing. The first way requires us to have knowledge of the attributes that are going to be in the projection Instance so we know exactly what to pull out. The second way is to interrogate the Instance to see what fields it contains.

Let’s look at how to dynamically process an Instance.

Lab04c.java contains a method that dynamically processes the available attribute.

private void displayInstance(Instance ix) {

com.objy.data.Class cx = ix.getClass(true);

StringBuilder sb = new StringBuilder();

for (int i = 0; i < cx.getNumberOfAttributes(); i++) {

Attribute at = cx.getAttribute(i);

Variable v = ix.getAttributeValue(at.getName());

// We have to get the logical type of the attribute.

LogicalType lt = at.getAttributeValueSpecification()

.getFacet()

.getLogicalType();

// LogicalType contain an enumeration for the

// different types.

switch (lt) {

case STRING:

sb.append(String.format("%-15s ",

v.stringValue()));

break;

case REFERENCE:

sb.append(String.format("%-15s ",

v.referenceValue().getObjectId().toString()));

break;

default:

sb.append(String.format("%-15s ",

"Not Handled"));

}

}

print(sb.toString());

}

This method is greatly oversimplified because it only handles two types: STRING and REFERENCE. You will need to add additional cases to handle each of the attribute types you need to process in the objects you query. The class LogicalType contains an enumeration of all of the types that are available in the database.

#### OIDs in Projections

When you run a query using DO Runner, you get an attribute “\_\_identifier\_\_” whose value is the OID of object from which the other attributes are being returned. When you run the same query in JavaULB you don’t get a convenient attribute that contains the OID. That’s okay, it’s easy enough to modify our query to get the OID.

The following query will return a projection that contains two attributes: LastName and OID:

FROM Person WHERE LastName =~ “M.\*” RETURN LastName, $$ID as OID

Here, we are using the special $$ID which represents the OID of the object and we are using the “as” clause to store the $$ID value in the resulting projection with the attribute name “OID”.

Now we can pull the attributes out of the resulting projection Variable.

LastName is a STRING so you can use the .stringValue() method to extract it from the projection:

String s = variable.stringValue()

The OID value is of type REFERENCE, so to extract the OID from the projection you can use:

String oidStr = variable.referenceValue().getObjectId().toString()

Here, we get the reference value from the Variable and then convert it to an ObjectID and then we convert that to String form from that. The resulting String representation of the OID will be a Java String of the form: “3-3-4-171”.

#### Using Dot Notation to Traverse Relationship

The DO query language allows us to use a dot notation to traverse relationships in our objects. Consider a Person class that contains a reference relationship “LivesAt” to objects of type Address and the Address class defines a list of references “LivesHere” to Person objects.

![](data:image/png;base64,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)

Now what we want to do is to create a single projection that includes elements from both the Person objects and the related Address objects. It’s actually easy. If we want the FirstName and LastName from Person as well as the City and State that each person lives in, all we have to do is use the dot notation on the LivesAt attribute in Person. We can say LivesAt.City and LivesAt.State to get those attributes on the referenced object.

Example:

FROM Person

RETURN FirstName, LastName,

LivesAt.City as City,

LivesAt.State as State;

In DO Runner, the results will be:

DO> FROM Person RETURN FirstName, LastName, LivesAt.City as City, LivesAt.State as State;

{

Person\_Projection

{

\_\_identifier\_\_:3-3-1-4,

FirstName:'Sherley',

LastName:'Crego',

City:'Plymouth',

State:'CA'

},

Person\_Projection

{

\_\_identifier\_\_:3-3-1-14,

FirstName:'Patrick',

LastName:'Isam',

City:'Putnam',

State:'OK'

},

#### Lab04d – Using Dot Notation to Traverse Relationship

Lab04d demonstrates using the dot notation in a DO query using JavaULB.

PS D:\Root\Workspaces\JavaULBTraining> .\gradlew.bat -p JavaULB\_Lab04 clean build recreatefd run4d

> Task :JavaULB\_Lab04:run4d

Running 'run4d'

2019-04-08 10:40:41 INFO main Lab04d.java: Persons created: 900

***Not all output is shown…***

========================================================

QUERY: FROM Person WHERE LastName =~ 'M.\*' AND FirstName =~ 'T.\*' RETURN LastName, LivesAt.City as City, LivesAt.State as State

--------------------------------------------------------

LastName City State

STRING STRING STRING

--------------- --------------- ---------------

Miene Thorne Bay AK

Mehling Nauvoo IL

Mestemacher Spruce MI

Mccune Whiting VT

Makino Monroe LA

--------------------------------------------------------

Result Count: 5

========================================================

========================================================

QUERY: FROM Person WHERE LastName =~ 'M.\*' AND FirstName =~ 'T.\*' RETURN LastName, FirstName, LivesAt.City as City, LivesAt.State as State

--------------------------------------------------------

LastName FirstName City State

STRING STRING STRING STRING

--------------- --------------- --------------- ---------------

Miene Toccara Thorne Bay AK

Mehling Tabitha Nauvoo IL

Mestemacher Teofila Spruce MI

Mccune Trinidad Whiting VT

Makino Treena Monroe LA

--------------------------------------------------------

Result Count: 5

========================================================

========================================================

QUERY: FROM Person WHERE LastName =~ 'M.\*' AND FirstName =~ 'T.\*' RETURN $$ID as oid, LastName, FirstName,

LivesAt.City as City, LivesAt.State as State

--------------------------------------------------------

oid LastName FirstName City State

REFERENCE STRING STRING STRING STRING

--------------- --------------- --------------- --------------- ---------------

3-3-1-4 Miene Toccara Thorne Bay AK

3-3-2-19 Mehling Tabitha Nauvoo IL

3-3-7-87 Mestemacher Teofila Spruce MI

3-3-10-92 Mccune Trinidad Whiting VT

3-3-41-66 Makino Treena Monroe LA

--------------------------------------------------------

Result Count: 5

========================================================

The dot notation can also be used in developing WHERE clauses.

FROM Person WHERE LivesAt.City =~ '^Sp.\*'

RETURN $$ID as oid, LastName, FirstName,

LivesAt.City as City,

LivesAt.State as State;

# Graphs